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Abstract—We have proposed an editing history visualization
system which can confirm where and how the learner modified
program. We utilized this system for actual flipped classroom
and stored a large amount of learning logs. This learning log
contains all the source code in the process of being modified
until the program is completed. We developed a debugging
exercise extraction system to automatically generate problems
for debugging practice from this learning log. The debugging
exercise extraction tool we developed extracted 18,680 source
codes (which became practice problems) that included syntactic
errors that could be used as a debugging exercise from 16 weeks
of program edit history data (total number is 31,562 files). The
execution time was 488 seconds. Since it can be analyzed only
once every six months, we believe it is a sufficiently practical
execution time.
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I. INTRODUCTION

We have proposed an editing history visualization system
that is a learning environment for programming language
learning [1]. This system easily prepares the learning envi-
ronment and confirms the learning situation. Also, since this
system accumulates learning logs, we can see where and how
the learners modified the program. Further, we proposed an
effective flipped classroom based on the log information of
self-study, called a “grouped flipped classroom” . In applying
this grouped flipped classroom to an actual lesson, we utilized
the editing history visualization system [2]. As a result, a large
amount of learning logs were accumulated when about 90
students took classes for 16 weeks.

I actually did a programming lesson and found that there
were several students who asked faculty members for help
without reading error messages even though they were dis-
played. The edit history visualization system accumulates all
the source code of the process that is being modified until
the program is completed. We thought that by automatically
extracting the source code containing errors from all the source
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code, we could let learners practice correcting the mistakes.
We developed a tool to realize it.

A method for automatically generating fill-in-the-blank
problem and error correction problem are known [3]. How-
ever, there is no method to automatically generate an error
correction problem based on the raw data actually coded by the
learner. Since our proposed method is based on raw data, it has
the advantage that error correction problems can be automated
based on other learners’ real mistakes. Furthermore, it has the
advantage of being applicable to any programming language.

II. DEBUGGING EXERCISE EXTRACTION SYSTEM

A. Overview of Our Proposed System

The overall configuration of the debugging exercise problem
extraction system developed this time is shown in Figure 1.
As shown in Figure 1, the existing editing history visualization
system is used until the learning history is accumulated. The
debugging exercise extraction tool refers to the learning history
accumulated by the editing history visualization system, com-
pares the correct source code with the source code containing
errors, and extracts the source code containing errors. The
source code containing errors extracted in the previous step is
referred to and distributed in a modified version of the editing
history visualization system.
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Fig. 1. Overall configuration of the debugging practice problem extraction
system



B. Debugging Exercise Extraction Tool

The debugging exercise extraction tool compares the learn-
ing history accumulated by the editing history visualization
system, specifically, MyClass.java existing in the complete
folder (last) for each problem, and MyClass.java in the process
of coding. It extract the number of mistakes and the number of
misspelled characters for each mistake. The tool reconstructs
the folder based on the extracted “number of mistakes” and
“number of misspelled characters”. There are two differences
between source code: one is for correcting an error and another
without error. Therefore, only source code for correcting an
error is extracted.

The developed debugging exercise extraction tool is shown
in Figure 2. As shown in Figure 2, we can specify how many
mistakes are to be extracted, how many misspelled characters
to be extracted, and which problems of lesson are to be
extracted.

% Generate Bug-Fix Exercise X
Input Foider | H¥xampp¥htdocs¥bpume20 1 7¥data¥2017 |
Output Folder [ 172 17 ]

Num of mistakes Num of misspelled characters To be extracted

(1 mistske 1 character Miesson 1 Mlesson§
12 mistakes 2or less characters Lesson 2 Lesson 10

[ 3 mistakes 8 or less characters Lesson 3 Lesson 11
14 or more mistakes 4 or more characters Lesson 4 Lesson 12
Max mistake [10 | Max charscters [5 | Mlesson 5 Flesson 13
Lesson 6 Lesson 14

P ] Mlesson 7 [Alesson 15
[Mlesson 8 [Flesson 16

Analyze

Fig. 2. Debugging exercise extraction tool
C. Extraction Algorithm

The extraction algorithm is shown in Figure 3. This pro-
posed algorithm creates the folder structure shown in Figure
4 (b) from the folder structure shown in Figure 4 (a).
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structure shewn‘ in Figure 3 (b)
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Fig. 3. Proposed Algorithm
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Fig. 4. Folder structure

D. Evaluation of Execution Time for Extraction

The total number of program editing history data for this
16 weeks was 31,562 files. Among them, 18,680 files were
accompanied by errors. When the debugging exercise extrac-
tion tool was executed on the computer with Intel® Core”
i5-2400 3.10GHz CPU, 16GB memory, and Windows 10 Pro
(64 bit) OS with the extraction option shown in the figure 2,
the execution time was 488 seconds. Since it is only necessary
to analyze the entire learning history of about 100 learners for
half a year, it can be said that this execution time is sufficiently
practical.

E. Visualization and Distribution of Extracted Data

The extracted data can be visualized with the modified
version of editing history visualization system as shown. Since
the editing history visualization system also has a source code
distribution function, it is possible to distribute the source
code with errors to students and ask questions about correcting
errors.

III. CONCLUSION

We developed a debugging exercise extraction system to
automatically generate problems for debugging practice from
learning log. The proposed tool extracted 18,680 source codes
(which became practice problems) that included syntactic
errors that could be used as a debugging exercise from 16
weeks of program edit history data (total number is 31,562
files). The execution time was 488 seconds. Since it can
be analyzed only once every six months, we believe it is a
sufficiently practical execution time. In the future, we will
establish an extraction method that takes logic errors and
mistakable problems into consideration. In addition, we will
verify that if students practice debugging using the problem
extracted by our system, their dependence on teachers will be
reduced.
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